WebUI Plugin

The WebUI plugin supports Windows, Mac, Linux, Android, and iOS.
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INSTALL

To install the WebUI plugin open the Epic Games Launcher and click “Install to Engine” under
the Library tab. Click “Installed Plugins” to check if the plugin is installed for your engine version.

Web Ul

Install to Engine

Then open your project and go to the “Plugins” option in the edit drop-down. Click on the
“Widgets” category and enable the WebUI plugin if it is not already enabled.
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You have now successfully installed the WebUI plugin. Restart the editor to continue.




SOURCE INSTALL

To install the WebUI plugin extract the downloaded files to the following engine folder:

This PC » Local Disk (C:) * Program Files » Epic Games # UE_53.0 » Engine » Plugins * Marketplace

" Mame Date modified Type
JzonLibrary 4/5/2022 315 PM File folder
WeblI 41272022 10:37 AM File folder

Also take note of the UE_5.0 directory in the screenshots. You need to change this folder to the
version that corresponds to the plugin version that was downloaded. If you did not install your
engine to the default directory then navigate to your custom installation folder instead.

am Files » Epic Games » UE_50 » Engine » Plugins » Marketplace » Webll

Mame Date medified Type
Binaries 4122022 10:368 AM File folder
Intermediate File folder
Source ! File folder

| | WebUlLuplugin 41272022 10636 AM UPLUGIM Fi

Then open your project and go to the “Plugins” option in the edit drop-down. Click on the
“Widgets” category and enable the WebUI plugin if it is not already enabled.

b Installed » Widgets

web Ul [0

Create a web-based u

M Editor Preferences. ..

& Proj
Enabled

You have now successfully installed the WebUI plugin. Restart the editor to continue.
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SETUP

Once the WebUI plugin is installed and enabled start by creating a custom user widget. In this
example we’ll create one called Weblnterface.
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Now open the Weblnterface blueprint to begin editing. Drag and drop a Web Interface
component into the canvas panel.
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Select the Web Ul component in the canvas panel and set a variable name. In this example
we’ll use the name Browser for this component.

i) Details

. s Varabl

Search

4 Slot (Canvas Panel Slot)

[ Anchors

Next click the anchors drop-down and select the “snap to all edges” option in the bottom right
and then set all the offsets to zero.

> Anchors Anchors
Offset Left
Offset Top
Offset Right

Offset Bottom

[* Alignment

Size To Content

The Web Ul component should now be full screen. Click the Compile and Save buttons and
then close this blueprint.



Create a new blueprint class and pick the parent class. In this example we will select the HUD

class since it's the most appropriate and use the name MyHUD for this asset. Note that a widget
can be added to the viewport from any blueprint so you could use an existing blueprint instead.
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Now open the MyHUD blueprint to begin editing and click the “Event Graph” tab. Drag an

execution line from the BeginPlay event and select the “Create Widget” node. Then click the
“Select Class” drop-down and select the Weblnterface widget.
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Next drag a connection from the “Owning Player” pin and select the Get Owning Player
Controller node.

Owning Player
Object Reference

owning| " f Get Owning Player Controller
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f Get Owning Player Contro Target | ,;E.|f| Return Value
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Then drag another connection from the “Return Value” pin and select the “Promote to variable”
option in the drop-down. In this example we’ll use the name MyWidget for this variable.
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My Widget

Promote to variable

Now read the value of the Browser variable by dragging a connection from the MyWidget pin.
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Next drag a connection from the Browser variable and select the “Bind Event to
OnlnterfaceEvent” node.

Browser
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== Bind Event to OninterfaceEvent

== | Inbing g

Target

Event

Also be sure to connect the execution pin from the MyWidget node to this node.
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Now drag a delegate connection from the “Event” pin and select “Add Custom Event..” from the
drop-down. In this example we’ll use the name OnBroadcast for this event.
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Then drag another connection from the MyWidget variable and select the “Add to Viewport”
node in the drop-down.

~ f Add to Viewport
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Move this node to the right and connect it to the Bind Event to OninterfaceEvent node. Now
drag a connection from the Browser variable and select the “Set Input Mode Ul Only” node.
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Move this node to the right as well and connect it to the Add to Viewport node. Then connect the

“Target” pin to the Get Owning Player Controller node previously created.

Browser

Target Target

In Widget to Focus In Wid

In Mouse Lock Mode In Mou
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Data 4Web Ul
f Load File
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| Load

Mame

Move this node to the right and connect it to the Set Input M | Only node. Then enter a
filename from the /Content directory. Try using the sample.html file from the example project:

Mame
Target € debug
I [ A . G sample
File [ sample html | P
_—t (&) wed

You should now have a blueprint that looks similar to the following screenshot:
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This is the baseline functionality required for the Weblnterface widget. Click the Compile and
Save buttons and then close this blueprint.

To use this in the game, create another blueprint class and select the “Game Mode Base” class

as the parent. In this example we’'ll use the name MyGameMode for this blueprint. Then select
your HUD in the details section.

| =& Content »

JRRRILCER “¢@rch Content MEVTS g I HEN PlayerController

Player State Class  JaEVER# G4
HUD Class m +*
Default Pawn Class JESETIGEETRS

Spectator Class SpectatorPawn =

MyHUD  Weblnte

Click the Compile and Save buttons and then close this blueprint. If you have an existing level in
which you’d like to load your interface, skip the following section and use your own custom level
instead. You could also set this game mode as the default game mode in your project settings
as shown below:

4 pefault Modes

Default GameMode

[ Selected GameMode

4 Default Maps

Editor Startup Map

Now create a level asset to load your interface. In this example we’'ll use the name MyMap for
this level. Once created double click on the level to open it in the editor.
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Folder
B8 Mew Folder

lass
™ Mew C++ Class...

A Import to /Game...

: 3earch Content

8

Blueprint Class

Weblnter

In the “World Settings” tab select MyGameMode from the drop-down under Game Mode

Override. Then click “Save Current” in the top left to save your map. Now your WebUI is ready

for testing, just click the “Play” button to begin!

# Vorld Settings

4 Game Mode
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DATA

The browser can send data to the game as JSON using a custom blueprint event. Start by
dragging a connection from the “Name” pin of the OnBroadcast event previously created and
selecting the “Switch on Name” node.

&> OnBroadcast

Name O» /" @ Actions taking a(n) 1 £* Switch

Data
A Kilities
4Flow Control
4 Switeh
£? switch

Click the “Add pin +” button and with the node selected uncheck the Has Default Pin option in
the details panel on the right. Type a name for the pin based on the desired functionality and
add more as necessary. In this example print will be used to debug the “Data” pin. Drag a
connection from this pin to traverse and access objects, arrays, and primitive data types sent
from JavaScript.

Data

ET Selection Add
Actions taking a(n)
Reference
Search
[ Variables
AWeb Ul
S Get Array
f GetBoolean
Search f Get Boolean Array
4 Pin Options S Getinteger
f Get Integer Array
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L v 4 f Get Number

Has Default Pin [ S Get Number Array
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4 Pin Mames 1 Array elements +
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After selecting the “Stringify” node and printing the “Return Value” pin your OnBroadcast event
should look similar to the following screenshot:

¢ OnBroadcast
£* Switch on Name

P — » Print [ [ stringify

Hame @ —— @ Selection add pin + \ } " Print String
» P —»

Data
Target Return Value In String

v

This event is triggered by calling the ue.interface.broadcast function in JavaScript. The first
argument is the “Name” of the event and must be a string. The second argument is provided
through the “Data” pin and must be a valid JSON string. A global ue5() helper function is
defined to automatically JSON.stringify(...) the second argument.

("#debugButton")}.click(function(e)
i
var posX (this).position().left,
posY (this).position().top

o e

ues{"print”, { "posX": pasX, “"posyY":

This script should be used to define the global ue5() helper function on page load and is
required for mobile support. The source code for this script is provided on the following page.

"object"!= ue||"object"!= ue.interface?("object"!= ue&&(ue={1}),

ue.interface={},ue.interface.broadcast= (e,t){if("string"== e){
o=[e,""]; 0!==t&&(o[1]=t); n=encodeURIComponent (JSON.stringify(o));

"object"== history&&"function"== history.pushState?(history.pushState(

{},"","#"+n),history.pushState({},"", "#"+encodeURIComponent(“[]"))):

(document.location.hash=n,document.location.hash=encodeURIComponent(“[]"))}}):
(e){ue.interface={},ue.interface.broadcast= (t,0){

"string"== t&&( 0!==0?e.broadcast(t,JSON.stringify(o)):

e.broadcast(t,""))}}(ue.interface),ue5=ue.interface.broadcast;

The ue.interface.broadcast function is not available on Android or iOS. Therefore a
workaround has been developed that supports mobile browsers. More details can be found in
the source code of the global helper function.
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The ue5() helper function is a wrapper that calls ue.interface.broadcast using a valid
JSON string. An optional second argument allows commands to be triggered without providing
data. This function also falls back to transmitting JSON via URL changes on mobile platforms.

ue != "object" || ue.interface != "object")

¢ ue != "object")
ue = {};

ue.interface = {};
ue.interface.broadcast = (name, data)

{

( name != "string")

)

args = [name, ""];
( data != "undefined")
args[1] = data;

hash = encodeURIComponent(JSON.stringify(args));
( history == "object" && history.pushState == "function")

history.pushState({}, "", "#" + hash);
history.pushState({}, "", "#" + encodeURIComponent("[]"));

document.location.hash hash;
document.location.hash = encodeURIComponent("[]");

(obj)

ue.interface = {};
ue.interface.broadcast (GELSACEY )

{

¢ name != "string")

)

¢ data != "undefined")
obj.broadcast(name, JSON.stringify(data));

obj.broadcast(name, "");

+s

})(ue.interface);

ue5 = ue.interface.broadcast;




The game can also send data to the browser as JSON through a function call. Start by dragging
a connection from the Browser variable and selecting the “Call” node.

Browser

\

o

Actions taki
Object Refe

I Py
I Sequencer .
I Slot f -
I User Interface b
[ Utilities
I Variables
AWeb Ul Target
[ Events Function |_|
_f‘BHM =+

f call Data Select As

Xecl

Type the name of the function that will be executed in JavaScript. In this example the setFPS(...)
function will be called. Now connect a JSON value to the “Data” pin. This can be a float, integer,
string, boolean, or even complex types such as an array or map.

Function [ setFPs]

Data

These functions must be defined in JavaScript on the global ue.interface object. The JSON
provided to the “Data” pin is passed as the only argument to the function. It will be automatically
deserialized into the appropriate data type.

- . P
function( fps)

("#fpsMeter").text(fps.toFixed(1)

Using these functions developers can quickly and easily send data between the game and
browser through JSON.
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LOAD

The browser can load files or content when dragging a connection from the Browser variable
and selecting one of the “Load” functions:

Object Reference

Browser 4 Asset Registry
f Is Loading Assets (Me
AdWeb Ul
f Load
f Load content
[ Load File
Jf gad HTMmL

The “Load URL” and “Load HTML” nodes are pretty straightforward. You can either provide a
raw HTML string or any URL which will be loaded in the browser:

Browser
“floadURL f LoadHTML

Target Target
LURL |_| HTML |_|

For most games the “Load” function serves as the primary way to load your interface. It takes a
path to a file inside the /Content directory. This path will be restructured into a URL with a
custom pak:// scheme which loads content using the Unreal Engine file system:

T ———

Target Browser

Target

File
J Append

Scheme | pak:// |

A [HTML/|  Return Value

'y
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That means any file accessed using the custom pak:// scheme can be directly on disk in the
IContent directory for editor builds or packaged inside . pak file(s) in shipping builds. The
engine file system will automatically manage this as it does with other .uasset files:

“ Home Share View

« v A » WeblUI-4.26 » Example » Content
Marne
7 Quick access
HTML
I Desktop
MySample
“ Downloads MySample3D
= Documents [ | InterfaceGameMode.uasset

To ensure any folder within the /Content directory is included in your . pak file(s) set the
“Additional Non-Asset Directories to Package” option in your project settings:

Directories to never cook 0 Array elements

4 Additicnal Mon-Asset Directories to Package 1 Array elements

0 HTHML oo

Additional Non-Asset Directories To Copy 0 Array elements

Additional Non-Asset Directories to Package for dedicated server only 0 Array elements

Additional Non-Asset Directories To Copy for dedicated server only 0 Array elements
There are also “Load File” and “Load Content” nodes which are a bit more complicated:
f Load File | Load Content

Browser

Target Target Return Value

File [ File [

The “Load File” function is the equivalent of using file:/// and loads HTML files directly in the
browser. By default it will load files from the /Ul directory in the root of your project:
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Target Content

Plugi Marne
File [ debug.html Hgins
| § | Source € debug
Directory Ul @ sample
(M Weblnterface (] ued

This also allows the use of relative paths in the HTML (such as <img src="ue4.png" />)to
access images, scripts, and stylesheets. When shipping or packaging the /Ul directory should
be copied to the same level as the /Binaries and /Content folders within your game folder:

m Home Share View

&« v » Shipping * WindowsMoEditor » Weblnterface
Marne
7 Quick access
Binaries
B Desktop
Content
4 Downloads ul

[=| Documents

If you prefer to have HTML files inside the /Content directory there is an option for this as well
under the advanced display. Then instead of manually copying the /Ul folder you can use the

“Additional Non-Asset Directories To Copy” option in the project settings to automatically copy a
specific folder from the /Content directory:

f LoadFile '
Browser farget is Web intert

Target

Directory

/Content ]
Ul
/Content
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Directories to never cook 0 Array elements

Additional Mo Directories to A e 0 Array elements

Additional Mon- et Directories To Copy 1 Array elements

0 HTHL o

Additional Non- et Directories to Package for dedicated server only 0 Array elements

Additional Non- Dir ies To Copy for dedicated server only 0 Array elements

However the “Load File” function cannot access HTML files inside . pak files (even if they are
located inside the /Content directory). Therefore the “Load Content” function was added to
access files using the “Additional Non-Asset Directories to Package” option instead:

Browser

Target Return Value
File [ HTML/debug.html |

v

Directories to never c 0 Array elements
Additional Mon- et Directories to Package 1 Array elements
Additicnal Mo et Directories To Copy 0 Array elements
Additional Non- et Directories to Package for dedicated server only 0 Array elements

Additional Mon-Asset Directeries To Copy for dedicated server enly 0 Array elements

This option packages a folder from the /Content directory into the . pak file(s) of your shipped
game. But since this content is not loaded using file:/// the HTML cannot access local files
such as images, scripts, and stylesheets. However the “Load Content” function does have an
option under the advanced display which allows JavaScript files from the /Content directory to
be executed within the context of the browser:

Target

File [ HTML/

Script [

Browser
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CALLBACKS

The ue.interface.broadcast function includes an optional third argument that must be a
string. It specifies a function name on the ue.interface object that the engine can choose to
call back with an optional argument. Here is an example of calling the callback from blueprints if
one was provided:

¢ OnBroadcast

.__ Branch
[ True [
False [

I Get Engine Verzion

Netum vValue

This event can be triggered from JavaScript by the global ue5() helper function with the
callback function as either the second or third argument:

ued({"version", function(v)

( v "string"}
document .body.innerText = "Unreal Engine ™ + w.split{'-')[@];

An optional timeout period can be provided after the function. If no timeout is provided the
default value defined in the helper function is 1 second. The temporary callback function will be
automatically deleted after the timeout period.

Here is an example with input data and a callback timeout of 3 seconds:

T T | L 1 T L YA Th
ued( “version , {}, function{v)
I
L

( "strimg")

W
document .body.innerText = "Unreal Engine ™ + w.split('-‘)[@];
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This script can be used to define a global ue5() helper function that registers a temporary
callback function with an optional timeout period. The source code for this script is provided in
the example project.

"object"!= ue&&(ue={}),uuidva= Of
"10000000-1000-4000-8000-100000000000" . replace(/[018]/g, (t){
(t~crypto.getRandomValues( Uint8Array(1))[0]&15>>t/4).toString(16)})},

ues= (r){ "object"!= ue.interface||"function"!=

ue.interface.broadcast?(ue.interface={}, (t,e,n,0){ u,i;"string"==
t&&("function"== e&&(o=n,n=e, e= Y,u=[t,"",r(n,0)], 0!==e&(u[1]=e),
i=encodeURIComponent(JSON.stringify(u)), "object"==

history&&"function"== history.pushState?(history.pushState({},"","#"+i),

history.pushState({},"","#"+encodeURIComponent("[]"))):(document.location.hash=i,

document.location.hash=encodeURIComponent("[]")))}): (i=ue.interface,
ue.interface={}, (t,e,n,0){ u;"string"== t&&("function"==
e&&(o=n,n=e, e= ),u=r(n,o0), 0!==e?i.broadcast(t,JSON.stringify(e),u):
i.broadcast(t,"",u))}); i}( (t,e){if("function"!= t) "
n=uuidv4(); ue.interface[n]=t,setTimeout( Of ue.interface[n]},
le3*Math.max(1,parseInt(e)|[@)),n});

The uuidv4 function generates a cryptographically strong UUID that serves as a temporary
function name on the ue.interface object. This property will be automatically deleted after the
designated timeout period which defaults to 1 second.
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FOCUS

There are “Focus” and “Unfocus” functions available to change keyboard and mouse focus:

Browser

The “Focus” node provides direct focus into the viewport of the browser. This method is more
advanced than the default functions provided by the engine since they require the user to click
on the interface before the browser receives keyboard focus. However this function provided by
the plugin allows JavaScript to focus input and textbox elements. This means you can set
focus from the game directly into HTML elements (for example a chat widget) when combined
with a JavaScript focus event as shown below:

| Focus . | Execute

Target Target

This node will also automatically show the mouse cursor along with making the interface fully
interactable. The “Unfocus” node will then automatically hide the mouse cursor and move focus
from the browser back to the game. These two nodes are commonly used for switching between
the game and any in-game settings (usually via the escape key in most games).
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Another node called “Reset Mouse Position” is provided to move the mouse (when it is visible)
to the center of the screen. This is commonly called after the “Focus” node and is recommended
if the mouse was not initially visible when setting focus to the interface:

| Reset Mouse Position

P — P
Target

24



TRANSPARENCY

The widget can be configured to support clicking behind the transparent parts of the interface for
games that require the mouse cursor to always be visible. This setting is available in the widget

blueprint under the “Behavior” section:

4 Behavior
Frame Rate
Initial LURL
Tool Tip Text

Is Enabled

Wisibility Self Hit Test Invisible »

Render Opacity

4 Mouse
Enable Transparency a
Transparency Thresho

Transparency Delay 01

This directs the underlying slate widget to sample the pixel under the mouse position on each
game tick and dynamically toggles the widget between Hit Test Invisible and Visible modes.

It is also recommended to enable mouse click/over events in your game when utilizing this

functionality since ActorOnClicked and ActorBeginCursorOver or ActorEndCursorOver events
are automatically built-in to actor blueprints:

e > Event ActorBeginCursorOver
<> Event ActorOnClicked

Button Pressed

> Event ActorEndCursorOver

These events are already included with the engine and you can find them in the Mouse Input
section under Add Event when right-clicking in the event graph of any actor blueprint:
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All Actions for this Blueprint

Select a Component to see available Events & Fur

I Actor
I Add Component
4 Add Event
I Actor
& Collision
[ Game
dMouse Input

¢ Event ActorOn
I Touch Input
> Add Custom Event...

Note that you must Enable Click Events or Enable Mouse Over Events in the “Mouse Interface”
section of your player controller for these events to trigger in the engine:

4 Mouse Interface
Show Mouse Cursor
Enable Click Events
Enable Touch Events
Enable Mouse Over Events

Enable Touch Over Events

0000

+
=]
i}

4 Click Event Keys 2 Array elements

0 U Left Mouse Button -+ g

1 w =
Default Mouse Cursor
Default Click Trace Channel

Trace Distance

4 Game
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CURSOR

The widget can be configured to support custom mouse cursors for games that implement
cursor blueprint widgets. This setting is available under the “Behavior” section below the

transparency settings:

4 Behavior
Frame Rate
Initial AL
Tool Tip Text

|s Enabled

ility Not Hit-Testable (Self Only) =

Render Opacity

Enable Transparency
Transparency Thresho
Transparency Delay N1

Custom Cursors sl

[ Virtual Pointer

This prevents the mouse cursor from showing “double cursors" when utilizing custom engine
cursors which are defined using special widget blueprints. It should also be noted that enabling
the Custom Cursors checkbox will disable support for native operating system cursors.
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TEXTURE

The texture data of the browser can be accessed using the “Read Texture Pixel" node or the
“‘Read Texture Pixels” node as shown in the following example:

| Read Texture Pixel

Target Return Value
X[o]

Y [0]

Browser

| Read Texture Pixels

Target Return Value
X[a]
Y [0]
» Width [o]

Height [ |

These nodes will return either a single color or an array of colors, respectively. Note that there is
no render target created to access this texture data. Instead these functions directly execute
commands on the render thread using the underlying texture reference of the browser.

Also keep in mind that the size of the browser texture may not always match the size of the
widget in the viewport. Therefore the “Get Texture Width” and “Get Texture Height” nodes are
provided to access the size of the underlying browser texture:

| Get Texture Width

f Get Texture Height

Target Return Value C»

Target Return Value C»

Browser
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TOOLS

The browser can be debugged by using CTRL+SHIFT+I when focused. This key combination
opens the Chrome DevTools and is only available in development and debug builds.

== Content Browser
] Wl -,
1] - -
Save Current Source Confrol Content Marketolace  Setti Blue: Cj

Elements Console  Sources  Network  Performance  Memory  Application  Security  Audits

Recently Placed Styles Computed Event Listeners %

|Ba'sic =¥ < body E Filter thov .cls +
5

Lights < element.style {
g ; background-color: Fltransparent;

Cinematic ' ttons”s.c/dive —webkit-yser—selectinones

input id="volumeSlider" type="range” min="@.01" max="1" step= i
Visual Effects ©.81"> body { user agent styleshest

/body> display: block;
Geometry Jhtml. margin:» 8px;
1

Volumes

AllClasses margin 2

border

padding

~i-| teix007 |-

html

Conscle | What's New X

Highlights from Chrome 59 update

CSS and JS code coverage
Full-page screenshots
Take a screenzhot of the entire

Block requests

You can find documentation on the Chrome DevTools at the following address:
https.//developers.google.com/web/tools/chrome-devtools/
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COMPILE

This plugin can be manually compiled for other platforms or engine versions. First open the
command prompt (by searching for “cmd” in the start menu) and type the following command:

cd "C:\Program Files\Epic Games\UE_4.21"
You can copy this command and paste it by right-clicking on the command prompt. Also take
note of the UE_4.21 directory. You need to change this folder to the version that corresponds to
the engine version you are using. If you did not install your engine to the default directory then

type the path to your custom installation folder instead.

Press ENTER to run the command. You should now see output similar to the following:

BX Command Prompt

2018 Microsoft Corporation. All rights reserved.

C:\Users\tracerint»cd C:“\Program Files\Epic Games‘UE_4.21

rogram Files\Epic Games\UE_4.21>

Then type the following command to build the plugin:
Engine\Build\BatchFiles\RunUAT.bat BuildPlugin -Rocket -Plugin="..." -Package="..."

Replace the first "..." with the path to WebUI.uplugin and the last "..." with the path to a
temporary "package" folder. You can also drag and drop the .uplugin file or your temporary
folder directly onto the command prompt and it will automatically type the path:

» Local Disk (C:) » Plugins » WeblI

s

Marme Date modified Type

Source EX Command Prompt

| WebUlLuplugin

C:%WUsersh rint>cd C:%\Program Files)

C:\Pr am Files\Epic Games“‘UE_4.21>Eng

30



Make sure these paths are not inside the engine directory or the build will fail. Once you have
the full command typed out it should look similar to the following:

B Command Prompt - O 4

If your machine does not support Mac or Linux builds then you will most likely have to remove
the "Mac" and "I0S" or "Linux" platforms from WebUI.uplugin before compiling:

"Name"™: "WebUI™,
"Type": "Runtime",
"LoadingPhase": "PreDefault”,
"WhitelistPlatforms™: [
"Wing4™,
"Win32",
"Linux",
"Android”

Now hit the ENTER key to run the command. If everything was setup correctly you'll see many
different versions of the plugin being compiled for various platforms.

Once the build is complete you should see the “BUILD SUCCESSFUL” message:
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Check your temporary “package” folder to ensure it looks similar to the following:

» Local Disk (C:) » Package

Marne Date modified Type
Binaries 11/29/2018 8:35 AM  File folder
Intermediate 1172972018 8:35 AM  File folder
Source 11/29/2018 8:35 AM  File folder

|j WebUl.uplugin 11/29/2018 8:35 AM  UPLUGIM File

Then copy the files in this temporary folder into your engine installation directory. You must do
this beforehand if you are compiling any other plugins that require the WebUI plugin.

ram Files * Epic Games * UE 421 » Engine » Plugins * Runtime »* WeblI

Fat

Mame Date modified Type
Binaries 1172972018 8:35 AM  File folder
Intermediate 11/29/2018 8:35 AM  File folder
Source 11/29/2018 8:35 AM  File folder

|j WebUl.uplugin 11/28/2018 8:35 AM  UPLUGIM File

You have now successfully compiled the WebUI plugin for your engine version.
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